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Experiment 3

**Aim**

To implement Playfair Cipher.

**Theory**

The Playfair cipher or Playfair square or Wheatstone–Playfair cipher is a manual symmetric encryption technique and was the first literal digram substitution cipher. The scheme was invented in 1854 by Charles Wheatstone but bears the name of Lord Playfair for promoting its use. The technique encrypts pairs of letters (bigrams or digrams), instead of single letters as in the simple substitution cipher and rather more complex Vigenère cipher systems then in use. The Playfair is thus significantly harder to break since the frequency analysis used for simple substitution ciphers does not work with it. The frequency analysis of bigrams is possible, but considerably more difficult. With 600 possible bigrams rather than the 26 possible monograms (single symbols, usually letters in this context), a considerably larger cipher text is required to be useful.

**Code**

def matrix(x,y,initial):

    return [[initial for i in range(x)] for j in range(y)]

def locindex(c):

    loc=list()

    if c=='J':

        c='I'

    for i ,j in enumerate(my\_matrix):

        for k,l in enumerate(j):

            if c==l:

                loc.append(i)

                loc.append(k)

                return loc

def encrypt():

    msg=str(input("Enter plain text: "))

    msg=msg.upper()

    msg=msg.replace(" ", "")

    i=0

    for s in range(0,len(msg)+1,2):

        if s<len(msg)-1:

            if msg[s]==msg[s+1]:

                msg=msg[:s+1]+'X'+msg[s+1:]

    if len(msg)%2!=0:

        msg=msg[:]+'X'

    print("Cipher Text:",end=' ')

    while i<len(msg):

        loc=list()

        loc=locindex(msg[i])

        loc1=list()

        loc1=locindex(msg[i+1])

        if loc[1]==loc1[1]:

            print("{}{}".format(my\_matrix[(loc[0]+1)%5][loc[1]],my\_matrix[(loc1[0]+1)%5][loc1[1]]).lower(),end=' ')

        elif loc[0]==loc1[0]:

            print("{}{}".format(my\_matrix[loc[0]][(loc[1]+1)%5],my\_matrix[loc1[0]][(loc1[1]+1)%5]).lower(),end=' ')

        else:

            print("{}{}".format(my\_matrix[loc[0]][loc1[1]],my\_matrix[loc1[0]][loc[1]]).lower(),end=' ')

        i=i+2

key=input("Enter key: ")

key=key.replace(" ", "")

key=key.upper()

result=list()

for c in key:

    if c not in result:

        if c=='J':

            result.append('I')

        else:

            result.append(c)

flag=0

for i in range(65,91):

    if chr(i) not in result:

        if i==73 and chr(74) not in result:

            result.append("I")

            flag=1

        elif flag==0 and i==73 or i==74:

            pass

        else:

            result.append(chr(i))

k=0

my\_matrix=matrix(5,5,0)

for i in range(0,5):

    for j in range(0,5):

        my\_matrix[i][j]=result[k]

        k+=1

print("Encryption:")

encrypt()

**Output**

**![](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAAhIAAABtCAYAAAD01oiCAAAAAXNSR0IArs4c6QAAAARnQU1BAACxjwv8YQUAAAAJcEhZcwAADsMAAA7DAcdvqGQAABp2SURBVHhe7Z2/suRElodvr9XttTkPwBLRBE8ATzCDg4WLB+aOs1aDNXg4YM5462KtAzwB47ZDMBEwD9BvwerrW7/tw7kp6UiVkqrq/r6MEypJqcyTJ/8olZklPXn27NnvA3fPX766e/3liztjjDHGmCr/cdoaY4wxxizGHQljjDHGrMYdCWOMMcasxh0JY4wxxqzGHQljjDHGrMYdCWOMMcasxh0JY4wxxqxmu47EN4P8dv/TrGRPG342yO9BfhgkU/Fzq5APPdLrerEPvfJrT65R56PaBOpRjBc9lqIwHlM7thEPOxK5YEiWNn5/HeSdQaYymDBzPM7Ut1RsKLItPxhkCf8Y5MlJ/s2BBhU/lwZ2wB5rGpot6JWn1JN4DqFhFLq2BcdVn+fqYG6ws8Q4c9sRz1W5tPzqyS2m7Yg2Afv91yAfDqK40WMtv562ZjXjIxLKIMl/DrKUHwf5+P7nKPhRHBSMPw/izsRbKjakcYKYX19wwFwkvfKUhlvnPh+ExlU3qU9P23wz177Ow1QdpOMTz0FswDkPhPv3QeI59HFdNr2h7lD2//lmbz0q2yrDZjXbrpH430FolKpPxxSMbwdZcs2tM2dDGmoqVe7o/eW0NZfHFnmqJzJ1UKhLdBC4mUfY5/hYI7y2DhIu18Vw6dxccl1GLzpsl6qfGUcjauYiOK8jwVMIFXFsCJPGjQbxkzd7NX45bQVPWCo0xCXJw4PSRdJ6EuJY9COR/j3iUhhsOcdvNVhIRH6iZOZsSEP9/f3PSSr26UVO15q8gEo4vajaJ/prNWZ75ukcX522sim6gY6PkevgHAr3u9NWqHPz/mnbkx75pU7TT4MoDRmuIYyxcHQ8d0ZU5wlXfogHGLlRWEhmSmeI55Gc9jmdq/QKB6Z01rkpGy5hKi4gvKnzgB+lNfpdqsucDXun/Sj4aNfTp09//9Pf/nWfzM8Gwb1N9rh8MwiObes8Ij+tc78N8kM6lv1LHxy/W35aceBi2GPhKsx4LB5vXccx7SM4HVMYpO2Dxm+Fm/enpJU+pBpG63pctr2klS9Zxvwo/fFYjqtlU1xMRyWcilRsxLmpPEVIL45t9BP12TNPiTfqovC4PvqL8bTyrHVsTrepOLIQPudb51pSSX+v/JIQ3ti5Vjj8jn5xWR/Ox2uQubS14sLFsPmN0778RH0UzpyOc9LSh98tO02dq+RX3keiDZVHLRf1q8QVZUpnOeUXYeCy3ykhfFzUMceJm0r7NchoRyK7lrGrglNmRMkGVUWLRpU+8frcoOXziK6TnxyXji2NqyWEq7BjGLpWceh49DcVbpR4rSTGFY9nmbq2FX/LVlnG/GSbIuzjop+5vKiEUxHlwZyNssQ8RdAHiX6yPlM2bQluLF/m9EW37Fr+EBy6t/xwPKYzl9koOpfTh99sGwnHW2GNyZ75FUXx5msq4RBv9oPLaZhLWyuunK7W9ezjlC+VcCrSCmfKhvitxpH14XeOC9eyVb52Tqb8j+ksm8b4lX+yc0UqNiT+atovVOqLLc+Zc59aXMYwrtRh6I951dbiFw2TAkOS6MRWQz8/n7ZC+xpWZaiYuATXsXq+NYw7FpdgKCyaMYYroj5jcTC8TZoJIw9tZSoL9FpU7dMLbMp8ebRPnqev5EUlHGCYMPpB5mzZopKneVhX+iq+vfJUEBdlkzoDDJO2YPgee7JtUa2DUxB+hUvKr4jqOekgvMhcOEwVcZ3qmraxHamS44osqctT4SxhiQ2nmMuvnjaslI0qc/eCCnuWn4PYdrGlwFBkZqvw0ZiSOZKtjafCxTwlDebS+CikpCXqTBrWwGI6rq/cfFo2VAPy3ml7KWDXaB9JZi4vKuHIhlGWVvRz8zTGd0SeYjf0bXW0QGsX8hoGcW4dVMPYggYynr+0/BLkAXmlztkSCI/r1ClkO9Zpe4xU8quXDXu2z3txA+Vnn46EDLVk0WWVsSdr7atR/GiQfGNa2mAChbR3wYw3n7G/bbZsqGOkbYyqfXoRK8QYlbyohNOLtXnKzR49W2yZpy34JwiMjUpsicqYnqTEVk9WvfMLPen0ESb5Noc6eeSV+HoQ9AK2W/ylcO+63KKV9jmq+dXDhtW4juSo8rMh2/5rI8Jw9tgT0zmQGRQcnmoj7OdeXY8bEw1RbGzUA+4BT29TL0dp2ZD3AXAdekS0v8Q+PdC0Rb6pZObyohpOD9bkKU+w5AUNwBRb5GkLbiJrOiA9iGVMoytstypjPfOLtgs96dhWpm8VTk6XbuK0h2M3Mt041rZDe9flzFja56jmV8WGc2zZPo9BHOg8VT/FOeXnkikvtsyLQRAtGmGbz7UEFxeQjC10iSJ9WueiEE50WaexdMX4K3FpwY0c8SAKR2HgT36V5vhbtouuYkecwsjHo8sLgubs09JHTmFV/Iz5a9k5u+inEk5FlActJ52zH+JFYlwtXXI+tPxwLPppCW5pnqJbrpOyaw5L6YvXSyp1UDIVDpLT30rTnCiOllO82Q/xIkvzay49CPbJbixdinMqvKw7TudaecF+61h0xBvPV8OZk0raW3aWkx1ymrkGaelTseFUWipxKY6WU7ykE6drpkR2aunUu/xcqjzoSGwpGBrDts5tKSpcZFTr+FjGXqIcZcNeckt50UuuPU9vWciX1g2iJZTpW8rHJWnvJY/Zhlec9n3WSAitTmV45xLQ3LTmHq+BS7NhL64xL3pxq3n6mGAKjiHr+Opxs4zHbMNrT/uuIxJHioaqsrvGYaRrF+eF5Vpk7omSc7dafvcakXjMNryRtD+hIzFw9/zlq7vXX74YjhljjDHG1Nh3asMYY4wxN4U7EsYYY4xZjTsSxhhjjFmNOxLGGGOMWc3j6UjwBrteH7Ix50E+VN4CZ4wx5uJ52JHg/6ytP3isuQnzv3iu3eM1x8YYY4zZnfERifhBJSS+v9wYY4wxZsBrJIwxxhizmnUdCaY5WHOgr3/mqQ8d59O8wNfp5A+J5KmUPHfOeYUd/Z07XaJpFyS+mnhKH6Urv8p4bApH/tkuRemWPvyOOkdiPiDZhnP5JebCkU4Q/eV0A9dGP9lmMKaPjlftbIwx5jhGv/75tol/KLz2Exdf/Ylb+iGmVly4GG58nbLCIR6c/FQkfhBFeuVXl1b0weV0cl5hR5Ge2X9FpAvhSt/4e8oWuKhzJb8IL+vZ8iM3F3+2RwxH+kQ/uOgn7yNjdrZYLBbLcVL+jHi+MeUGnfPRDzLXkSCMfLPINybpE8NQuGx1bE4Il/h0bdYVqejTupnhxtK4VmK6pbN00/H8O18r+6Bv1rmVX1myn6iTjuW8yPZqSUUffu9hZ4vFYrGcJfXFln8ZJNIaGl8KXzzki2dRJfZb/OO0hX8Ogk5sl0B8TLf8OEhOD1T00ZcaNbyubdSvJ/FrmL+ctkJx5y9mav/90xYq+ZWnI/48SIupvHh3EOw7x5w+e9vZGGPMKo5fbPn5ILHDItmCfw9CfNwgmYdvMacPN0zC+fjN3v322/ufVw2dCOwS01zpEGR6/bvnVu1sjDE3xrEdiXij2AueaLkhMdKgp1xR1efrQfS0zvav9z93pzXyANpf8vROOtZ0HDKMNMg253IpdjbGGDPKth0JDXeP3Zy/H4QbRL6hbw03JG6a/Jskxl3VRzdohv+nbr7698HY6Me5YF+lI8L+0qd3OlFxNEEjFEthSgLyPz7W2KBqZ2OMMYcx3pHQPLlk7ZqIDwfhhhTDEtzQueHlv4fmm9AWsEaCm2fsTCzRRzdq3TiPgnRwk436otvSp/dPB2FNgsL4dZClnRGgc8O0SM7z7wZZw6XY2RhjTJMn/Gtj4O75y1d3r798cTpsZuEJ+6NB/MbPbbGdjTHmojl+seU1wggGayx4ijfbYTsbY8zF447EEpjiYJieqQ+mbLQGxPTFdjbGmKvBHYklsB5Bf430zW07bGdjjLka3JEwxhhjzGrckTDGGGPMatyRMMYYY8xq3JEwxhhjzGrckWihN1Lu8WIsY4wx5op52JHgv/t6G2GUHl/7PJoPBiEtc6/AFrzd0RhjjDGjjI9I6O93ksf0ZkFeL02al75m2hhjjHlkeGrDGGOMMatZ15FgmoN1BFpLMDX1obcUSpheEEwx6LroR1MPCj9eA3mKYk4fHf/pzd7Dj3KJPK0ztkYixtPyt8Q+8sPWGGOMuTLWj0jwDYR3B9HUB1+OzDdDbpBMicgP8skgEX1x8vNBOK+vb4KmFvI1XwzClzv1mWlAHz7upHhAN3hNVfC6ZVBc0S8Qno4RfgvSSFzxer50mTsTFfsYY4wxV854R0JP0pJ8o+RGy6uMBZ+y5sYpdNPMayta6w64satToM9NaxSCcOkgRLhxf33/8/9BnxjX94Pgrzd0ENA3wj5xxZGTOfsIr8cwxhhzxdQXW8abIowN1Qtumtw8K8SRBb6tQHz6xsJXg/A0r2kMbeM1kPX55bTN0yLnoLh/Pm2F9t8/bWHOPsYYY8wNsN1iy17/8qBDwdP9x2/27rdMfxhjjDHmcLbrSPBE3mtqgWkMhcW2Mg3w3mnb8+uRrZEH0H4eJTHGGGNunO06EkxJQF5bsWbBoW7QrNWoTJcwncFahjxyoU6FRjeWwvXEr8Wggv21oyTYg3R5IaYxxpgrpL7YcumcPzdd1jowghDD0WLKpehGrQ5KJsbD3zxZANkaueCfG1knoZs6wrqM6E9rLVgrQmdCxxF082JJY4wxj5Anz549+33g7vnLV3evv3xxOnyBcJPn3xuttRd0cpC8INQYY4wxm7Ld1EZP+LcEUxWfvtkzxhhjzIVw2R0J1lcwdcAaBKYkei6cNMYYY8zZXHZHgqkKvcdiqhPBdIenNYwxxpjduY6pDWOMMcZcJO5IGGOMMWY17kgYY4wxZjXuSBhjjDFmNe5IRPibaXzRVH4r51L0gqtzwzG3Q+8ydhTofZTu1KvH+lE80n1kmTky383F8rAjkRs6yZqKy9sguVZfzbx0eBW3/iXCh8J68etpuxV72vna8vTS2KqMmdvgMdcvty1Xy/iIhBo7Sa+veT4meG02tvPrs40xxtwontowxhhjzGrWdSSY5mCeMn7kKk596DgfzwLeTCl/SIRhrHguz79xXmFHf0uHv+Z0XkIMA2npPHUeeuija8+1s4YU8zUKP+pZiQvitWtRGJJsxz3ztBJXT30qZajCXLqqZH34oF1mKi6do6xFegxnx/Ibw6/YcM5PNU9zOMgSFP7S+oVU9Dkq3yMcj/6UV0vSPhcX+soe0R/HlzIVF7/H0sl1MU+mwtG5LerFnvDRrqdPn/7+p7/96z6Znw2Ce5vsh/LbILgfTvsI7puwj3wwCI4w43FJKy5cDFd+cAqHeHDyUxHpzDYei3FFGTuHDjmduHxMMhaO9JmzYUV62FlhKP68n/2NxSXhutb1VanYuZcNl8TFNh6LcVf8RBk7V8mvilTSVRHpQ97rGLpEfSpx5X2EMKK9KkIYukblMdumYsOKH+LBRR1zvlXrREXmwmrpg4t2raSrIgpnKt+JF6d9BJfjwkWdkVwW5tJeiUs64xRO67o54dqsH07HiDOnRxJtNBdOax+ZCv8SZbQjkV3MLBKYExmNJ6lUimxA9nHalz4xDIUbC/ictHTOcUXBb07PmLTSLhkLp6XPVDhT0sPOiGyt8Fq6zMW1pWT79LRhlkpc2YYVP1Hw29KV45X8WiNr7NPSpxJO9sPvbB/c0rKELoQzVU4rNqz6yTpnP7HeRH9rpFKXsz7ZzpV0VaQVTo6rpWu2RzXuubS3zuW4tB/9KVz5WSsx7aRJ+ZDDb9ktSrYhv3Oe4sbscIFSX2yZv2XRGk5byjuD8FXPqBL7LVjtLvjuBjot/YhX1vmX0zYPK83B0FTUuTXcV6GHDStU7YyNfxxEQ4xHf7+kYudeNlwTV6v89ChjS+rFHOeWVfRGH6Vjirm4vhqEsDRcq22s21UIh3JKeW2V04oNq3aey1P05x846EMYS9uTpcyV+Wq6pqjku/Lv59NWaP/90/bdQcinc6jGJXrcL6bKM3bBPvBJ2mb2rBcHcfxiy88HiR0WyaVCoaAgRF3PrSR7ULXzpfw7Z087X2Ke9qgXl2ZDGnJuuB+/2bvffnv/czGEg42Ik3nmFhUb9mp/qDdct2eHYope6erBNf7jb648qwNDHtNRwt4fcWAgdsD2rhcHcWxHIhrvCN47bZf0VCkUR99kllK1Mw0ylYDCDr2e9tewp53XxlUpP2vKWK960cOG0lvpEIQdqcb19SC6lu05f43miY0Gl6dtPcWJig3X2nkqT2OH4gsOHECP8lPJ97HRAO3riZp2JJeXpVTj6sVceY55T54rfnUepe9cOKJnvTiAbTsSMvZYof5+EIyWG4E9IMNpgJb2/KiksYetHueR9LAz57AHPWtgS6ciP+3NxSW0GnnsaXGOPe28Jq5K+VlbxnrVi142pCHU0xaQr5lqXGpwCePcTg7Q4BIOK/2jvSo2XGPnap5Sd9a8iK5av6boVX7m8h1dZfsI+9E+DN0DZSKypG2pxtWLSnnGz/8Mgr2BLfugtBxVL/amvNgyLgbhd1wsguQFJBItRIkuntdCnOhiONInXrNG0Dm7vJilpYucFtLk9HANEnWuhLPEhhU5x86ycUsfXLbTXFyI4mObz1WkYudeNqzGlV22S68yNuZvi3RVJaaNNOVwlsTFcVxM7xLhevSJx6RftLfiiS7rM+dnbZ5yLPpZItmWOJ1Dn5wG9pemqypz+Y6wH91Y2rNr5f9U2pG5uNARF4+tkUp5li5Kh66JZbMSjoTjOIV3RfKEjsTA3fOXr+5ef/liOHajMLyGHL2A0FwnlfLjMlaDJ1GedOOT2qXiPDV7cU31InH8YktjzOOB4XamBj59s2eMgSuvF+5IGGO2h7lhBkGZ0/5wEM0hG/OYuZF68XimNowxxhjTHY9IGGOMMWY17kgYY4wxZjXuSBhjjDFmNe5IGGOMMWY153Uk9PbC/MayKvw/e+21xhzBuWW+wtH1gri3jH8PG0YUn0RvfGQbj2+pz55xRcbSXuHSyuFRNrwlNsrT8Y4EEcZM0zvEW6x5FeylkStcFs73BpsS9pLKbS6DWyjzR7OHDalb/D+fv9bpo0l6HTFbHeNVxucwV5d7xlVlKu3XyBE2NCXaHQkqBCjTkNYHaHjPPeeu7AMjTZQWhIoHsQLeQhrN+dxSmT+KPW3Idxu46TzG91Y85rSbXXnYkWDYg8KXX9PpV8QaY64RRlcfK4857WY3HnYk+DKZvmY2RmWuigLMdECcMhgr1HN+5uLjvK6L/saGGc9lSh8NcSIRpTHa5KdBgLea6Zp8HcRr11C1j+KRrJ1Lq4STbYisoRVOjG9JOZxiKs9BNpY/fo+VhSpTOis+kB+E40vJaWt9nZD0Rj8SdKyS42mVC9KUj7Pf8nsJKI+qdbkXOT+mpp7P5ZLKYQ/QlzSNpUtpkj78XluX5+Kq3C+qzMUVqfhZwh++/qkvleWv201J62t0Oo6LX0LLflt+cHwFTfutr7nhYjjyg5Pu+pKa/CwR2aH1FbaKPrpe6cj72d+cvZWWfH1VKvbheA4ftzTOHC6Ca9lnLt1zonTFfCKeuTKWy+FSaV0vXTin9MXfS9LKdbpex3AxTsWHU9gt289JxYatsoJbkqYsLRuOHc/6zEm0TXbRplHG9KnKknw+N65WOlRP16R9TPCfr8PFNiHGp7RvVQ6jnGNDpStej8s2xF+vujwWF6JwdSzvV6USl/ywjX7W2vIkfxyReP+07UWeItF38iPZD99if/f+5xv+e5D8vXn2W73VzwfRYqLvTtvePfWKPsxJogsLnYifpxXStXZOuNec8pR9OJ7Dz3lRgTQTT4R97KO4VM5+Pm3XoryYmwOulMNefH3aAvGsnZ/OOm9V5is25IuElAVBfOj33pu9ywP9tLYJvRHt5ynba0NPqDkdqru90z7XPos9ymFPSFecrm+lq2ddnoqLcLFfj/tFJV05T8falgWM/2ujB3nI5JfTNhawuWGVdwbBwLH/w34LFWQgc6g8vQtmVR90IRM15HkJa0zm7JOHS5cWLg1n5g6C9tWBQA8KM7YhniUNjuAa8kJlaopKOexFTHtFtzGqOp9T5qs2zB0v8rlqe9MXbgq0K3tRHfbeoxz2pJKurepyi173i0pc1bZlAX/sSMhwl/akQW+NgpnlKKr6XNPTD50IbhYxPVs2WNiGOM7tUDw2qo3zFqiDyTqA+ARq9uOa2hSzjKPz9oy25Y8dCQKiYWcocwvUQVmiMPrwN6ZLoaoPQ5D0stXBqPbsj4JOxLkdhzzyIOJIRCZ2KFp/MR5DZSh3eiujKGvK4dGgMzbqSdWGtAe587xnJ8I3z7fQjlTK+DVxTl2+FY68X3RoWx5ObXw6CAnKq6TPXTXN0yZTAMzHLEHDqho2P5qKPpwjrTS+wBaban5TqALNdUy0wjZf3xMKUmywNUKxBNJDZ4Qn1gj7c/mOfZa+oIi4YqcXG82xthweiXSOc7a9qNpwr858nkahQaVsXDrVunwuX522uT3esm3YgzV1+Vao3i+2oFPb8rAjQYWgV0RlJjMlKsCgGxtCgqPfODwdjzN8jYGWLiDBP41+/lvVuR2btczpQ6HgHBVDT22a/yLDcgeEl15lWx+BOpDSgZv6mpstc3ukNaaHcGK+x/Iz5qeC5hEVBuWLuDM9ymG1zPdAN1OFL523GAVo2TDnO41MLqPI0jpYsSH5QqdWx7HFmnJYoXeeTtXlXnGNtc9a4HitVMrhnnVwL5beL85lq7blD3//fBv8+cLfS878S4nFslgoc7HcuRyeJx8Mgst/RdPxJX+Fs1gsNynb/mvDGHObfHLaxpXtxphHiTsSxphxGEpn6JNh1vgMwj5D+VobYIx5tDxhamPg7vnLV3evv3xxOmyMMcYYM49HJIwxxhizGnckjDHGGLMadySMMcYYsxp3JIwxxhizmu06Erw85NJfC33p7GlDXnwSV+W3XjZU8XOrkA890ut6sQ+98ssYM8Pd3f8Bo0IZru0kdHcAAAAASUVORK5CYII=)**

**Conclusion**

Hence, we were able to perform Playfair Cipher.